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Tonav


![Travis-CI Tonav][2] [https://travis-ci.org/tomas789/tonav/branches]


NEW: Please fill my Feedback form [https://goo.gl/forms/UwnD81EACCACfEx43]. I’d love to hear from you more. It will help me to make Tonav even better!


Implementation of Multi-State Constraint Kalman Filter (MSCKF) for Vision-aided Inertial Navigation. This is my master’s thesis.



Goals


As a goal of this work I want to create complete navigation stack without using global position such as GPS. For local navigation it uses Multi-State Constraint Kalman Filter which is at the time of writing state-of-the-art method. It also has a great computation power to accuracy ratio. Drawback of this approach is that still accumulates (relatively small) drift during time. To compensate for this I want to use mechanism that uses loop closures. It will be based on principles used in ORB-SLAM. I have quite a bit experience with it and it works great.


By combining these two approaches I want to create navigation stack that will be able to perform life-long navigation using very cheap hardware and with low energy demands. It should be able to run on battery. It should also be able to run on CPU only.


Goal list:



		Accurate navigation


		Low-cost hardware


		Life-long navigation


		Low-energy demand (battery)


		Global drift compensation (loop closure)








Datasets


For development purpose, I use MIT Stata Center Data Set [http://projects.csail.mit.edu/stata/index.php]. It contains rosbag files recorded from PR2 robot.


Each bag file is quite large because it contains laser scans. They are not needed for the purpose of this work, so I created a filtered version of them using command


$ rosbag filter 2011-01-18-06-37-58.bag pr2.bag 'topic in ("/wide_stereo/left/image_rect", "/wide_stereo/left/camera_info", "/torso_lift_imu/data", "/tf", "/robot_pose_ekf/odom_combined")'


Another dataset I use is The KITTI Vision Benchmark Suite [http://www.cvlibs.net/datasets/kitti/]. It has accurate IMU sensor and data are provided at relatively low frequency which simplyfies development a lot. Because I was not able to find good tool for replaying this dataset in ROS, I’ve created one. It is called kitti2bag [https://github.com/tomas789/kitti2bag]. It is written in Python and it is very simple to use. It converts raw dataset files into ROS bag files which you can play any time at any speed.


By the way. Can you believe how hard it is to find publically available bagfile that is recorded using some cheap hardware? C’mon!





Live data from iOS


For development purpose I’ve created data streaming app that streams IMU events (and video in the future) form iDevice (iPad, iPhone, ...) to RabbitMQ and then another app that picks them up from RabbitMQ and publishes them as ROS topic. Those apps are called iOSmsg [https://github.com/tomas789/iOSmsg] and iOSmsg_client [https://github.com/tomas789/iOSmsg_client]. You can use them for any purpose you want. And if you like them, remember to give me a start, fork it and tell your friends ;)





Installation


To install this you need to have installed and working ROS. Then it should be fairly easy to build and run.


git clone https://github.com/tomas789/tonav.git
cd tonav
mkdir build
cd build
cmake ..
make









Run


I currently don’t provide any roslaunch file. Just run roscore and then run Tonav


./tonav --image <image_topic> --camerainfo <camerainfo_topic> --imu <imu_topic>






For MIT Stata Center Data Set [http://projects.csail.mit.edu/stata/index.php] I run it using


./tonav --image /wide_stereo/left/image_rect --camerainfo /wide_stereo/left/camera_info --imu /torso_lift_imu/data









Documentation


At the time of writing there is no good documentation. Actually the best one is this readme. You can also find some useful information in my in-source Doxygen documentation. If you have installed Doxygen in version at least 1.8.8 you can generate it. Just run make doc and it will be generated in the folder build/doc.





Bug reporting and support


This is something as alpha-dev-buggy piece of work. But stay tuned. I do my best. If you want to report a bug or if you want to know something about it just contact me at tomas789@gmail.com or simply use Issue tracker of GitHub [https://github.com/tomas789/tonav/issues].





What does Tonav mean?


Its Tom’s Navigation.





License


This work is currently distributed under LGPL v3 license. In the future, it will switch to GPL.
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  This is prototype of MSCKF. It contains all parts necessary to run it. In my simulations (Gazebo) it diverges quite rapidly. It might be a problem with feature tracking.
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  Because a lot of people asked me about calibration file, I put here one. This is my experimental calibration file and is not for MIT Stata dataset. You have to adjust values by yourself.
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BezierCurve



Algorithm taken from here:


https://www.cs.tcd.ie/publications/tech-reports/reports.94/TCD-CS-94-18.pdf





Requirements:


Eigen3





Description:


Generates a Bezier Curve in euclidean or quaternion space with continous velocities and differentiable acceleration.





Vector Version


std::vector<Vector3f> waypoints; /* Length N */

std::vector<float> timeForEachSegment; /* Length N - 1 */
// or
float timeForEachSegment; /* if each segment has the same time length */

curve = new BezierCurve(waypoints, timeForEachSegment);

Vector3f p = curve->positionAtTime(t);
Vector3f v = curve->velocityAtTime(t);
Vector3f a = curve->accelerationAtTime(t);
/* Note: v and a are local (of course) */









Quaternion Version


std::vector<Quaternionf> waypoints; /* Length N */

std::vector<float> timeForEachSegment; /* Length N - 1 */
// or
float timeForEachSegment; /* if each segment has the same time length */

curve = new BezierCurve(waypoints,timeForEachSegment);

Quaternionf q = curve->quaternionAtTime(t);
Vector3f w = curve->angularVelocityAtTime(t); /* NOTE: this is a Vector3f */
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