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This is the component package for the thiss.io suite. This package is used to run use.thiss.io and ser-
vice.seamlessaccess.org. The package contains a set of javascript components implementing a shared persistence
service for Identity Provider selections and a set of services built on top of that API including a SAML discovery
service and an active login button component.

Use together with the thiss-ds-js package.

Contents: 1

https://github.com/TheIdentitySelector/thiss-ds-js
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CHAPTER 1

Introduction

The Identity Selector Software (thiss.io) is an implementation of an identity selector supported by the Coalition for
Seamless Access. It implements a discovery service using the RA21.org recommended practices for discovery UX.

The Identity Selector Software suite is a front-channel identity selector for distributed identity ecosystems aka Fed-
erated Identity Management. The objective is to simplify the process of choosing an “identity provider” by having
the browser remember the users choice in browser local store. Currently the system has been used for large-scale
SAML-based identity federations but there are no intrinsic dependencies to SAML as such and the system could be
easily adapted to other protocols that follow the common pattern of federation by relying on redirecting the user to an
authentication provider of some sort.

The system was designed with privacy as the number one focus. No information is shared with the relying party during
the identity provider choice process. This is ensured by relying on the browser security model and judicious use of
inter-domain communicatiton using post-message.

This package (thiss-ds-js) contains the parts needed to write a client that talks to an instance of a thiss-js service (eg
use.thiss.io or service.seamlessaccess.org).

1.1 Architecture

The Identity Selector Software (thiss.io) is a set of front-channel (aka browser-based) cross-domain APIs using post-
message (built using the post-robot package):

• A persistence API that allows store & retrieval of information about the last N (3) identity providers used
to authenticate a user. Unlike simlilar project (eg google account chooser) the information stored does not
include any PII (eg email-addresses) but only identifies the identity provider used in a way consistent with the
authentication protocol used.

• A discovery API that implements SAML identity provider discovery layered on top of the persistence API

Both of these APIs have a server and a client component. The client APIs can be found in thiss-ds-js. The server
components can be found in this repository. The server component is implemented as javascript running in an iframe
fetched from a service URI. This ORIGIN (in the sense of the w3c security model) protects access to the browser
local store and ensures that the calling page only has access to the intended API. The calling page (aka the client) is

3

https://seamlessaccess.org/
https://seamlessaccess.org/
https://ra21.org
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http://docs.oasis-open.org/security/saml/Post2.0/sstc-saml-idp-discovery.pdf
https://github.com/TheIdentitySelector/thiss-ds-js
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responsible for initializing the iframe but after this no longer has any control over the code executing inside it. The
server iframe, while executing in the client browser, is therefore sandboxed from the calling page.

The persistence API is completely protocol agnostic eg has no dependency on SAML, all of which are in the discovery
API. Future versions are expected to provide similar APIs for OpenID Connect supporting OpenID connect federation
and possibly other protocols.

1.2 Audience

This documentation is mostly aimed at integrators and developers who want to understand how the components match-
ing the thiss-ds-js API are implemented and/or want to deploy their own instances of this software instead of relying
on an existing service like use.thiss.io or service.seamlessaccess.org

4 Chapter 1. Introduction

https://openid.net/specs/openid-connect-federation-1_0.html


CHAPTER 2

Building and Installing

Note that most users won’t want to install and deploy their own isntance of thiss-js but will most likely want to use
one of the existing service instances such as service.seamlessaccess.org.

The included Makefile has a number of targets aimed at those who want to build and package their own instance:

• make setup: Runs npm install to install all node dependencies

• make start: Runs a local development instance with a mocked MDQ/Search service (based on edugain)

• make local: Runs a local development instance for a local pyFF instance running on port 8000

• make build: Builds the instance running on thiss.io in the dist directory

• make standalone: Builds a standalone instance used in the docker container (with envsubst) in the dist
directory

• make sameserver: Builds a lightweight host agnostic replacement for the deprecated embedded pyFF DS
when pyFF is running on the same server

• make docker: Builds a docker container (thiss-js:<version>) based on standalone and nginx

5
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CHAPTER 3

Configuration

The thiss-js application is a set of SPAs and web components that are configured via environment variables via calls to
process.env. dDeploying the apps essentially either amounts to building the app with the environment variables set, or
substituting the environment variables at runtime. This latter approach is what is done in the docker container start.sh.

The thiss-js button component is partially configured by the caller that can pass several parameters into the button
change its behaviour. This is documented in detail in the thiss-ds-js package.

Basic parameters:

• MDQ_URL: URL to the MDQ (metadata query protocol) endpoint

• SEARCH_URL: URL to the MDQ search service

• BASE_URL: the URL where the applications are published

• STORAGE_DOMAIN: the ORIGIN used for the storage/persistence layer

• DEFAULT_CONTEXT: the context where storage objects are persisted

• LOGLEVEL: controls logging to the browser console

Configuration related to access control

• WHITELIST: a comma-separated list of ORIGINs allowed to access the persistence layer directly

Configuration related to notice and consent/privacy policy notice

• LEARN_MORE_URL: a URL where the user can learn more about privacy of the service

• SERVICE_NAME: the name of the service

• SERVICE_URL: the information URL/landing page of the service

7
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CHAPTER 4

Deploy to CDN

If you are deploying to a CDN origin server (eg netlify or github pages) simply copy the files from the build directory
over to the CDN origin server.

9
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CHAPTER 5

Running docker

In order to run your own instance of thiss-js you need a search-capable MDQ server (eg pyFF or thiss-mdq) with some
metadata in it. Assuming your MDQ is running on port 8080 in a container called mdq the following should work:

# docker run -ti -p 9000:80 \
-e MDQ_URL=http://mdq:8080/entities/ \
-e SEARCH_URL=http://mdq:8080/entities/ \
-e BASE_URL=http://localhost:9000/ \
-e STORAGE_DOMAIN="example.com" \
thiss-js:1.0.0

• Replace example.com with the domain of your DS instance - eg localhost if you are just experimenting.

• Some MDQ implementations have multiple search endpoints - you only need one that is capable of returning
JSON-formatted metadata for this to work.

• Running your own instance of thiss-js means having your own ORIGIN for browser local storage. If you want to
share storage domain with another instance of thiss-js then you’re better off implementing your own discovery
frontend (eg to thiss.io). This is documented in github.com/TheIdentitySelector/thiss-ds-js.

• The docker container does not currently support overriding all configuration parameters.Consult the start.sh
script in the docker dir for details.

11
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CHAPTER 6

Components

The thiss-js includes the following components:

• A persistence service accessible via the thiss-ds-js PersitenceService API in the /ps/ URI context.

• A SAML discovery service in the /ds/ URI context

• A login button component available via /thiss.js

Each service requires some form of integration to be used by a relying party. A good introduction to the various forms
of integration is the integration guide over at thiss.io.

By order of complexity the alternatives are:

6.1 OASIS Identity Provider Discovery

Using the SAML discovery service requires a SAML SP implementation supporting the SAML identity provider
discovery protocol, eg Shibboleth, SimpleSAMLphp or pysaml2. In this case you simply configure the SP to use https:
//your.thiss-js.instance/ds/ as the discovery service URL eg https://use.thiss.io/ds or https://service.seamlessaccess.org/
ds.

6.2 Login Button Component

If your SP supports SAML discovery or something similar you can deploy the login button component to your SP to
simplify the discovery process for your users if they typically only use a single IdP. In this case the user only has to
find their identity provider once for each device/browser. On each following visit to your relying party the user can
simply click on the login button componet and be taken directly to their preferred identity provider.

The login button component is instantiated like this:

<script src="https://your.service/thiss.js"/>
<div id="login"> </div>

(continues on next page)
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https://github.com/TheIdentitySelector/thiss-ds-js
https://thiss.io/integration
http://docs.oasis-open.org/security/saml/Post2.0/sstc-saml-idp-discovery.pdf
http://docs.oasis-open.org/security/saml/Post2.0/sstc-saml-idp-discovery.pdf
https://shibboleth.net
https://simplesamlphp.org/
https://github.com/IdentityPython/pysaml2
https://your.thiss-js.instance/ds/
https://your.thiss-js.instance/ds/
https://use.thiss.io/ds
https://service.seamlessaccess.org/ds
https://service.seamlessaccess.org/ds
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(continued from previous page)

<script>
window.onload = function() {

thiss.DiscoveryComponent({
// other parameters - cf below
loginInitiatorURL: 'https://sp.example.com/Shibboleth.sso/Login?

→˓target=https://sp.example.com/loginhandler',
}).render('#login');

};
</script>

This example assumes the client uses the shibboleth SP but all SPs provides a mechanism to initiate a login flow. This
is typically triggered by sending the user to a URL that triggers the SAML authentication request.

The login button component accepts the following configuration parameters in the call to DiscoveryComponent

{
loginInitiatorURL: #<string|callable> a URL compatible with the Shibboleth login

→˓initiator protocol - acts as both discoveryRequest and discoveryResponse
discoveryRequest: #<string|callable> a URL or callable that initiates a discovery

→˓flow
discoveryResponse: #<string|callable> a URL or callable that handles a discovery

→˓response
persistenceURL: #<string> the URL of the persistence service

MDQ: #<string|callable> a callback (either function or MDQ service URL) used to
→˓lookup metadata. By default the MDQ service configured will be used.
pinned: #<string> the entityID of a pinned IdP. This has the effect of overriding

→˓the default choice in the button and persisting it.
backgroundColor: # <string> (default '#FFFFFF') the background color of the iframe

→˓where the button is rendered
color: # <string> (default '#0079ff') the color of the button

}

The login button is rendered in an iframe with a fixed size.

When you initiate the button for use with the Shibboleth SP you typically only provide the loginInitiatorURL param-
eter (and possibly the color and backgroundColor parameters). The loginInitiatorURL should map to a Shibboleth
SessionInitiator configuration which is configured for discovery. In theory you can use any SAML discovery service
but the intent is of course to use the thiss-js discovery service.

A typicall Shibboleth configuration matching the above call to the login button might look something like this:

<SessionInitiator type="Chaining" Location="/Login" id="ds" relayState="cookie">
<SessionInitiator type="SAML2" defaultACSIndex="1" acsByIndex="false" template=

→˓"bindingTemplate.html"/>
<SessionInitiator type="Shib1" defaultACSIndex="5"/>
<SessionInitiator type="SAMLDS" URL="https://your.service/ds"/>

</SessionInitiator>

You typically provide a target parameter with the loginInitiatorURL which in Shibboleth has the effect of sending the
user to a secondary URL after successful authentication. The target URL is typically used to create the user session in
your application.

If you are not using Shibboleth pls consult your SAML SP documentation for functional equivalents of the Shibboleth
SessionInitiator concept.

14 Chapter 6. Components
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6.3 Persistence Service

In order to directly interact with the persistence service and low-level discovery components you need to implement
your own components using the low-level APIs in thiss-ds-js.

The persistence service supports ACLs based on whitelisting (currently). Turn on by providing a comma-separated
list of domains in the env variable WHITELIST. Only ORIGINs that end with any of the items in the list (remember
that port-numbers are part of the ORIGIN if present!) are allowed to call the API when this feature is turned on. This
is only meant for small scale deployments.

6.3. Persistence Service 15
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CHAPTER 7

Release Notes

7.1 Version 1.1.2

• Support for whitelisting domains.

Whitelisting is a mechanism for simple ORIGIN-based ACLs in the persistence API. This approach is meant for small
scale deployments and is not expected to scale. To turn on provide the WHITELIST environment variable eg via the
env plugin in webpack as illustrated by the standard Makefile

7.2 Version 1.1.3

• compatibility fixes for IE11

7.3 Version 1.2.0

• correctly implement hide-from-discovery

• fix footer

7.4 Version 1.2.1

• support for building in a docker container - no need to have node installed to deploy

7.5 Version 1.3.0

• UX for overriding limits on search results

17
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• Notice and consent information

7.6 Version 1.3.1

• Configurable links and service name in privacy notice

• Updated privacy notice text

7.7 Version 1.4.0

• Cancel backend calls as the user types

• Static artifacts provided as separate entrypoint

7.8 Version 1.4.1

• Include link to service when users klicks “learn more” link.

7.9 Version 1.5.0

• Multiple dependency updates

• Accessibility updates

• Progressive scrolling in discovery service

• Additional customizability (se docs)

• Make sure entity_id and entityID attributes are treated as equivalent in the API (issue #135)

7.10 Version 1.6.0

• Initial support for entity refresh

• i18n

7.11 Version 1.6.1

• i18n fixes for docker image

• Swedish translation

7.12 Version 1.6.2

• fixes for cache headers in docker image

• fixes for i18n

18 Chapter 7. Release Notes



CHAPTER 8

Indices and tables

• genindex

• search
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