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tableone is a package for easily producing summary measures of a dataset for use in publications. See the quickstart to get started.
CHAPTER 1

Quickstart

1.1 Install

$ pip install tableone

See installation document for more information.

1.2 Run demo

The easiest way to understand what this package does is to evaluate it on data.

The tableone notebook demonstrates usage of the package. At a high level, you can use the package as follows:

• Import the data into a pandas dataframe
• Run tableone on this dataframe
• Specify your desired output format: text, latex, markdown, etc.

Additional options include:

• Select a subset of columns
• Specify the data type (e.g. categorical, numerical, nonnormal)
• Compute p-values, and adjust for multiple testing (e.g. with the Bonferroni correction)
• Provide a list of alternative labels for variables
• Limit the output of categorical variables to the top N rows.
• Display remarks relating to the appropriateness of summary measures (for example, computing tests for multi-modality and normality).
1.3 Suggested citation

If you use TableOne in your study, please cite the following paper:


Download the BibTeX file from: https://academic.oup.com/jamiaopen/downloadcitation/5001910?format=bibtex

1.4 Example

1. Import libraries:

```python
from tableone import TableOne
import pandas as pd
```

2. Load sample data into a pandas dataframe:

```python
url="https://raw.githubusercontent.com/tompollard/data/master/primary-biliary-cirrhosis/pbc.csv"
data=pd.read_csv(url)
```

3. Optionally, a list of columns to be included in Table 1:

```python
columns = ['age','bili','albumin','ast','platelet','protime','ascites','hepato','spiders','edema','sex', 'trt']
```

4. Optionally, a list of columns containing categorical variables:

```python
categorical = ['ascites','hepato','edema','sex','spiders','trt']
```

5. Optionally, a categorical variable for stratification and a list of non-normal variables:

```python
groupby = 'trt'
nonnormal = ['bili']
```

6. Create an instance of TableOne with the input arguments:

```python
mytable = TableOne(data, columns, categorical, groupby, nonnormal)
```

7. Display the table using the `tabulate` method. The `tablefmt` argument allows the table to be displayed in multiple formats, including “github”, “grid”, “fancy_grid”, “rst”, “html”, and “latex”:

```python
print(mytable.tabulate(tablefmt="github"))
```

8. Compute p values by setting the `pval` argument to `True`:

```python
mytable = TableOne(data, columns, categorical, groupby, nonnormal, pval=True)
```

9. Tables can be exported to file in various formats, including LaTeX, CSV, and HTML. Files are exported by calling the `to_format` method on the DataFrame. For example, mytable can be exported to an Excel spreadsheet named ‘mytable.tex’ with the following command:
```
mytable.to_latex('mytable.tex')
```
CHAPTER 2

Best Practice

We recommend seeking guidance from a statistician when using tableone for a research study, especially prior to submitting the study for publication. It is beyond the scope of this documentation to provide detailed guidance on summary statistics, but as a primer we provide some considerations for choosing parameters when creating a summary table.

### 2.1 Data visualization

Plotting the distribution of each variable by group level via histograms, kernel density estimates and boxplots is a crucial component to data analysis pipelines. Visualisation is often the only way to detect problematic variables in many real-life scenarios. Some example plots are provided in the tableone notebook.

### 2.2 Normally distributed variables

Variables not listed in the nonnormal argument will be summarised by their mean and standard deviation. The mean and standard deviation are often poor estimates of the center or dispersion of a variable’s distribution when the distribution: is asymmetric, has ‘fat’ tails and/or outliers, contains only a very small finite set of values or is multi-modal. Although formal statistical tests are available to detect most of these features, they often are not very useful in small sample sizes.\(^1\)

For normally distributed variables, both estimation and hypothesis testing (provided the standard deviations of each group are the same) are more efficient when the variable is not set in the nonnormal argument\(^2\). This may also hold in some circumstances where the data are clearly not normally distributed, provided the sample sizes are large enough. In other situations, assuming normality when the data is not normally distributed can lead to inefficient or spurious inference.

---

2.3 Non-normally distributed variables

For numeric variables, including integer and floating point values in addition to some ordered discrete variables, the `nonnormal` argument of TableOne merits some discussion. The practical consequence of including a variable in the `nonnormal` argument is to rely on rank based methods for estimation of the center and variability of the distribution for the relevant variable, along with non-parametric methods to conduct hypothesis testing evaluating if the distributions of all the groups are the same\(^4\). Median and interquartile range may offer a more robust summary than mean and standard deviation for skewed distributions or in the presence of outliers, but may be misleading in cases such as multimodality.

2.4 Comparison of estimates

To supplement data visualization, you may choose to compare two TableOne tables created from the same dataset: firstly with all numeric variables in the `nonnormal` argument, and subsequently with none of the variables in `nonnormal` argument. Then one can focus on situations where:

- substantial differences exist between the mean and median estimates
- the median or mean is not well centered between the first and third quartiles\(^6\)
- large differences exist between the absolute differences in the first and third quartile and the standard deviation, understanding that the interquartile range will be about 35% larger than the standard deviation under normality

A particular situation to note is when the number of groups specified in the `groupby` argument are three or more and the group variances differ to a large degree. Under such a situation it may be preferable to consider the data as non-normal, even if each group’s data were generated from a normal distribution\(^7\), particularly when the group sizes are unequal or the sample sizes are small.

When the number of groups are limited to two, this is addressed using Welch’s two sample t-test which is generally both efficient and robust under unequal variances between two groups\(^8\). A similar type of test exists for one-way ANOVA\(^9\), but is currently not implemented.

2.5 Alternatives to consider

Thus far we have suggested methods which vary estimation and hypothesis testing techniques when a normality assumption is not appropriate. Alternatives do exist which may be more practical to your situation. In many circumstances transforming the variable can reduce the influence of asymmetry or other features of the distribution. Under monotone transformations (e.g., logarithm or square root for strictly positive number) this should have little impact on any variable which is included in the `nonnormal` argument, as these methods will typically be invariant to this class of transformation.

2.6 Multiple testing

If multiple hypotheses are tested, as is commonly the case when numerous variables are summarised in a table, the chance of a rare event increases. As a result, the likelihood of incorrectly rejecting a null hypothesis (i.e., making a Type I error) increases. By default, tableone computes the Bonferroni correction to account for multiple testing. This correction addresses the problem of multiple comparisons in a simple way, by dividing the prespecified significance level (Type I error rate, ) by the number of hypothesis tests conducted.

The Bonferroni correction is known to over-correct, effectively reducing the statistical power of the tests, particularly when the number of hypotheses are large or when the tests are positively correlated. There are many alternatives which may be more suitable and also widely used, and which should be considered in situations that would be adversely affected by the conservative nature of the Bonferroni correction101112.

2.7 Summary

It should be noted that while we have tried to use best practices, automation of even basic statistical tasks can be unsound if done without supervision. We encourage use of tableone alongside other methods of descriptive statistics and, in particular, visualization to ensure appropriate data handling.

---


You can install tableone with conda, with pip, or by installing from source.

### 3.1 Conda

To install the latest version of tableone from the conda-forge repository using conda:

```
conda install tableone -c conda-forge
```

### 3.2 Pip

Or install tableone with pip:

```
pip install tableone
```

### 3.3 Source

To install distributed from source, clone the repository from github:

```
git clone https://github.com/tompollard/tableone.git
cd tableone
python setup.py install
```
We welcome all contributions to the package!

**Table of contents:**

- Where to start?
- Bug reports
- Contributing improvements
- Contributing to the documentation
  - About the documentation
  - How to build the documentation
    - Requirements
    - Building the documentation

### 4.1 Where to start?

Bug reports, bug fixes, documentation improvements, and other contributions are welcome. For reporting bugs or suggesting improvements, please use the GitHub issues tab.

### 4.2 Bug reports

Bug reports are core to ensuring the package remains useful for all users. A complete bug report greatly improves the ability of others to understand and fix it. For information on how to make a complete bug report, we recommend you review this helpful StackOverflow article.
4.3 Contributing improvements

Bug fixes or other enhancements are welcome via pull requests. You can read more about pull requests on GitHub’s website.

4.4 Contributing to the documentation

Rewriting small pieces of the documentation as you read through it is a surefire way of improving them for the next user.

4.4.1 About the documentation

The documentation is written in reStructuredText, and subsequently built using the Python package Sphinx. The Sphinx documentation provides a gentle introduction to reStructuredText.

The documentation follows the NumPy Docstring Standard, which are parsed using the napolean extension for sphinx <http://www.sphinx-doc.org/en/1.5.1/ext/napoleon.html>.

4.4.2 How to build the documentation

Requirements

To build the documentation you will need to additionally install sphinx. Furthermore, you’ll also need to install the readthedocs theme. This is easily done using pip:

```
pip install sphinx sphinx_rtd_theme
```

Building the documentation

Navigate to the docs subfolder and run:

```
sphinx-build -b html . _build
```

Which will build the documentation in the subfolder _build. Alternatively, you can run the Makefile provided:

```
make html
```
CHAPTER 5

5.1 TableOne