

    
      
          
            
  
Welcome to Read the Docs

This is an autogenerated index file.

Please create an index.rst or README.rst file with your own content
under the root (or /docs) directory in your repository.

If you want to use another markup, choose a different builder in your settings.
Check out our Getting Started Guide [https://docs.readthedocs.io/en/latest/getting_started.html] to become more
familiar with Read the Docs.
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Changes log


0.0.4


	Docs.yaml file update for metrics api


	Some adjustments in toolbox and template makefiles #104


	Removing some commands by install mode (dev and prod) #104


	Moving autocomplete and notebook extension from toolbox setup to engine template setup. Close #107


	Separating tests dependencies and creating a new make command. close #100


	Metrics as json and Keras serializser to Closes #86 and Closes #98


	Saving and loading metrics artifacts as json files to Fix #98


	Adding a symlink to the data path on engine generate. close #93


	Marvin is now installable with pip. fix #84


	ASCII encode error fix for accented words in predict message


	Add Jupyter Lab command. Fix #85


	Cli parameter conflit fix


	New param to force reload #80


	Improving test coverage


	New python binary parameter to be used in the creation of virtual env


	Fix tornado 4.5.3 and pip 9.0.1







0.0.3

- Python 3 support general compatibility refactoring (#68)
- Add marvin_ prefix in artefacts getters and setters to avoid user code conflicts   
- Fixing #66 bug related to override the params default values
- Refact artifacts setter and getter in engine templates
- Making marvin.ini from toolbox be found by default
- Making "params" as an execute method parameter to be possible to overriden default values in runtime
- Enabling to inform extra parameters for executor's jvm customization. Fix #65
- Improve spark conf parameter usage in cli's commands to use SPARK_CONF_DIR and SPARK_HOME envs.
- Not use json dumps if response type is string. Fixed #67
- Adding gitter tag to README file.
- Remove deploy to pipy from build
- Install twine in distribution task
- Add --process-dependency-links in pip install command
- General bug fixes








0.0.2

- change executor vm parameter from modelProtocol to protocol
- Generic Dockerfile template and make commands to be used to build, run and push containers    
- fix spark conf dir parameter bug
- create distribute task to simplify the pypi package distribution.








0.0.1


	initial version
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Quick Start


Review

Marvin is an open-source Artificial Intelligence platform that focuses on helping data scientists deliver meaningful solutions to complex problems. Supported by a standardized large-scale, language-agnostic architecture, Marvin simplifies the process of exploration and modeling.




Getting Started


	Installing Marvin (Ubuntu and MacOS user)


	Installing Marvin (Other OS)


	Creating a new engine


	Working in an existing engine


	Command line interface


	Running an example engine





Installing Marvin as Ubuntu and MacOS user

Perform the following steps to install the Marvin Toolbox:


	Libsasl2-dev, Python-pip and Graphviz installation




Ubuntu: 
sudo apt-get install libsasl2-dev python-pip graphviz -y

MacOS: 
sudo easy_install pip
brew install openssl graphviz






	VirtualEnvWrapper Installation




sudo pip install --upgrade pip
sudo pip install virtualenvwrapper --ignore-installed six






	Spark installation




curl https://d3kbcqa49mib13.cloudfront.net/spark-2.1.1-bin-hadoop2.6.tgz -o /tmp/spark-2.1.1-bin-hadoop2.6.tgz

sudo tar -xf /tmp/spark-2.1.1-bin-hadoop2.6.tgz -C /opt/
sudo ln -s /opt/spark-2.1.1-bin-hadoop2.6 /opt/spark

echo "export SPARK_HOME=/opt/spark" >> $HOME/.bash_profile





If there is no /opt directory present, before unpacking spark, run:

sudo mkdir /opt






	Set environment variables




echo "export WORKON_HOME=$HOME/.virtualenvs" >> $HOME/.bash_profile
echo "export MARVIN_HOME=$HOME/marvin" >> $HOME/.bash_profile
echo "export MARVIN_DATA_PATH=$HOME/marvin/data" >> $HOME/.bash_profile
echo "source virtualenvwrapper.sh" >> $HOME/.bash_profile

source ~/.bash_profile






	Clone and install python-toolbox




mkdir $MARVIN_HOME
mkdir $MARVIN_DATA_PATH
cd $MARVIN_HOME

git clone https://github.com/marvin-ai/marvin-python-toolbox.git
cd marvin-python-toolbox

mkvirtualenv python-toolbox-env
setvirtualenvproject

make marvin






	Test the installation




marvin test








Installing Marvin with Other OS

Perform the following steps to install Marvin Toolbox using Vagrant:


	Install requirements





	Virtual box [http://www.virtualbox.org] (Version 5.1 +)


	Vagrant [http://www.vagrantup.com] (Version 1.9.2 or +)





	Clone the repository and start provision




git clone https://github.com/marvin-ai/marvin-vagrant-dev.git
cd marvin-vagrant-dev






	Prepare the dev (engine creation) box




vagrant up dev
vagrant ssh dev





Wait for provision process and follow interactive configuration script after access the dev box using vagrant ssh command.


	The marvin source projects will be located in your home folder; to compile and use the Marvin toolbox




workon python-toolbox-env
make marvin








Creating a new engine


	To create a new engine




workon python-toolbox-env
marvin engine-generate





Respond to the prompt and wait for the engine environment preparation to complete. Don’t forget to start dev box before if you are using vagrant.


	Test the new engine




workon <new_engine_name>-env
marvin test






	For more information




marvin --help








Working in an existing engine


	Set VirtualEnv and get to the engine’s path




workon <engine_name>-env






	Test your engine




marvin test






	Bring up the notebook and access it from your browser




marvin notebook








Command line interface

Usage: marvin [OPTIONS] COMMAND [ARGS]

Options:

  --debug       #Enable debug mode.
  --version     #Show the version and exit.
  --help        #Show this command line interface and exit.





Commands:

  engine-generate     #Generate a new marvin engine project.
  engine-generateenv  #Generate a new marvin engine environment.
  engine-grpcserver   #Marvin gRPC engine action server starts.
  engine-httpserver   #Marvin http api server starts.
  hive-dataimport     #Import data samples from a hive databse to the hive running in this toolbox.
  hive-generateconf   #Generate default configuration file.
  hive-resetremote    #Drop all remote tables from informed engine on host.
  notebook            #Start the Jupyter notebook server.
  pkg-bumpversion     #Bump the package version.
  pkg-createtag       #Create git tag using the package version.
  pkg-showchanges     #Show the package changelog.
  pkg-showinfo        #Show information about the package.
  pkg-showversion     #Show the package version.
  pkg-updatedeps      #Update requirements.txt.
  test                #Run tests.
  test-checkpep8      #Check python code style.
  test-tdd            #Watch for changes to run tests automatically.
  test-tox            #Run tests using a new virtualenv.








Running a example engine


	Clone the example engine from the repository




git clone https://github.com/marvin-ai/engines.git






	Generate a new Marvin engine environment for the Iris species engine




workon python-toolbox-env
marvin engine-generateenv ../engines/iris-species-engine/






	Run the Iris species engine




workon iris-species-engine-env
marvin engine-dryrun 






Marvin is a project started at B2W Digital offices and released open source on September 2017.
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0.0.1


	initial version










          

      

      

    

  

    
      
          
            
  
{{project.name}} v0.0.1


Overview

{{project.description}}




Requirements

REPLACE: Add here the list of requirements. For example:


	Python 2.7


	Numpy 1.11.0 or higher







Installation

Use the Marvin toolbox to provision, deploy and start the remote HTTP server.

First, edit the marvin.ini file, setting the options within the
ssh_deployment section:


	host: the host IP address or name where the engine should be deployed. You
can enable multi-host deployment using , to separate hosts


	port: the SSH connection port


	user: the SSH connection username. Currently, only a single user is
supported. This user should be capable of passwordless sudo, although it can
use password for the SSH connection




Next, ensure that the remotes servers are provisioned (all required software
are installed):

marvin engine-deploy --provision





Next, package your engine:

marvin engine-deploy --package





This will create a compressed archive containing your engine code under the
.packages directory.

Next, deploy your engine to remotes servers:

marvin engine-deploy





By default, a dependency clean will be executed at each deploy. You can skip it
using:

marvin engine-deploy --skip-clean





Next, you can start the HTTP server in the remotes servers:

marvin engine-httpserver-remote start





You can check if the HTTP server is running:

marvin engine-httpserver-remote status





And stop it:

marvin engine-httpserver-remote stop





After starting, you can test it by making a HTTP request to any endpoint, like:

curl -v http://example.com/predictor/health





Under the hood, this engine uses Fabric to define provisioning and deployment
process. Check the fabfile.py for more information. You can add new tasks or
edit existing ones to match your provisioning and deployment pipeline.




Development


Getting started

First, create a new virtualenv

mkvirtualenv {{project.package}}_env





Now install the development dependencies

make marvin





You are now ready to code.




Adding new dependencies

It`s very important. All development dependencies should be added to setup.py.




Running tests

This project uses py.test [http://pytest.org/] as test runner and Tox [https://tox.readthedocs.io] to manage virtualenvs.

To run all tests use the following command

marvin test





To run specific test

marvin test tests/test_file.py::TestClass::test_method








Writting documentation

The project documentation is written using Jupyter [http://jupyter.readthedocs.io/] notebooks.
You can start the notebook server from the command line by running the following command

marvin notebook





Use notebooks to demonstrate how to use the lib features. It can also be useful to show some use cases.




Bumping version

marvin pkg-bumpversion [patch|minor|major]
git add . && git commit -m "Bump version"








Tagging version

marvin pkg-createtag
git push origin master --follow-tags








Logging

The default log level is set to WARNING. You can change the log level at runtime setting another value to one of the following environment variable: {{project.package|upper}}_LOG_LEVEL or LOG_LEVEL. The available values are CRITICAL, ERROR, WARNING, INFO and DEBUG.

Be careful using LOG_LEVEL, it may affect another lib.
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