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CHAPTER 1

Overview

Pitaya is an easy to use, fast and lightweight game server framework inspired by starx and pomelo and built on top of
nano’s networking library.

The goal of pitaya is to provide a basic, robust development framework for distributed multiplayer games and server-
side applications.

1.1 Features

 User sessions - Pitaya has support for user sessions, allowing binding sessions to user ids, setting custom data
and retrieving it in other places while the session is active

¢ Cluster support - Pitaya comes with support to default service discovery and RPC modules, allowing commu-
nication between different types of servers with ease

* WS and TCP listeners - Pitaya has support for TCP and Websocket acceptors, which are abstracted from the
application receiving the requests

* Handlers and remotes - Pitaya allows the application to specify its handlers, which receive and process client
messages, and its remotes, which receive and process RPC server messages. They can both specify custom init,
afterinit and shutdown methods

* Message forwarding - When a server receives a handler message it forwards the message to the server of the
correct type

¢ Client library SDK - libpitaya is the official client library SDK for Pitaya

* Monitoring - Pitaya has support for Prometheus and statsd by default and accepts other custom reporters that
implement the Reporter interface

* Open tracing compatible - Pitaya is compatible with open tracing, so using Jaeger or any other compatible
tracing framework is simple

e Custom modules - Pitaya already has some default modules and supports custom modules as well



https://github.com/lonnng/starx
https://github.com/NetEase/pomelo
https://github.com/lonnng/nano
https://github.com/topfreegames/libpitaya
http://opentracing.io/
https://github.com/jaegertracing/jaeger
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* Custom serializers - Pitaya natively supports JSON and Protobuf messages and it is possible to add other
custom serializers as needed

* Write compatible servers in other languages - Using libpitaya-cluster its possible to write pitaya-compatible
servers in other languages that are able to register in the cluster and handle RPCs, there’s already a csharp library
that’s compatible with unity and a WIP of a python library in the repo.

* REPL Client for development/debugging - Pitaya-cli is a REPL client that can be used for making develop-
ment and debugging of pitaya servers easier.

1.2 Architecture

Pitaya was developed considering modularity and extendability at its core, while providing solid basic functionalities
to abstract client interactions to well defined interfaces. The full API documentation is available in Godoc format at
godoc.

1.3 Who’s Using it

Well, right now, only us at TFG Co, are using it, but it would be great to get a community around the project. Hope to
hear from you guys soon!

1.4 How To Contribute?

Just the usual: Fork, Hack, Pull Request. Rinse and Repeat. Also don’t forget to include tests and docs (we are very
fond of both).

2 Chapter 1. Overview


https://github.com/topfreegames/libpitaya-cluster
https://github.com/topfreegames/pitaya-cli
https://godoc.org/github.com/topfreegames/pitaya

CHAPTER 2

Features

Pitaya has a modular and configurable architecture which helps to hide the complexity of scaling the application and
managing clients’ sessions and communications.

Some of its core features are described below.

2.1 Frontend and backend servers

In cluster mode servers can either be a frontend or backend server.

Frontend servers must specify listeners for receiving incoming client connections. They are capable of forwarding
received messages to the appropriate servers according to the routing logic.

Backend servers don’t listen for connections, they only receive RPCs, either forwarded client messages (sys rpc) or
RPCs from other servers (user rpc).

2.2 Groups

Groups are structures which store information about target users and allows sending broadcast messages to all users
in the group and also multicast messages to a subset of the users according to some criteria.

They are useful for creating game rooms for example, you just put all the players from a game room into the same
group and then you’ll be able to broadcast the room’s state to all of them.

2.3 Listeners

Frontend servers must specify one or more acceptors to handle incoming client connections, Pitaya comes with TCP
and Websocket acceptors already implemented, and other acceptors can be added to the application by implementing
the acceptor interface.
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2.4 Message forwarding

When a server instance receives a client message, it checks the target server type by looking at the route. If the target
server type is different from the receiving server type, the instance forwards the message to an appropriate server
instance of the correct type. The client doesn’t need to take any action to forward the message, this process is done
automatically by Pitaya.

By default the routing function chooses one instance of the target server type at random. Custom functions can be
defined to change this behavior.

2.5 Message push

Messages can be pushed to users without previous information about either session or connection status. These push
messages have a route (so that the client can identify the source and treat properly), the message, the target ids and the
server type the client is expected to be connected to.

2.6 Modules

Modules are entities that can be registered to the Pitaya application and must implement the defined interface. Pitaya is
responsible for calling the appropriate lifecycle methods as needed, the registered modules can be retrieved by name.

Pitaya comes with a few already implemented modules, and more modules can be implemented as needed. The
modules Pitaya has currently are:

2.6.1 Binary

This module starts a binary as a child process and pipes its stdout and stderr to info and error log messages, respectively.

2.6.2 Unique session

This module adds a callback for OnSessionBind that checks if the id being bound has already been bound in one
of the other frontend servers.

2.6.3 Binding storage

This module implements functionality needed by the gRPC RPC implementation to enable the functionality of broad-
casting session binds and pushes to users without knowledge of the servers the users are connected to.

2.7 Monitoring

Pitaya has support for metrics reporting, it comes with Prometheus and Statsd support already implemented and has
support for custom reporters that implement the Reporter interface. Pitaya also comes with support for open tracing
compatible frameworks, allowing the easy integration of Jaeger and others.

Some of the reported metrics reported by the Reporter include: number of connected clients, request duration and
dropped messages.

4 Chapter 2. Features


https://github.com/topfreegames/pitaya/tree/master/interfaces/interfaces.go#L24
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2.8 Pipelines

Pipelines are middlewares which allow methods to be executed before and after handler requests, they receive the
request’s context and request data and return the request data, which is passed to the next method in the pipeline.

2.9 RPCs

Pitaya has support for RPC calls when in cluster mode, there are two components to enable this, RPC client and RPC
server. There are currently two options for using RPCs implemented for Pitaya, NATS and gRPC, the default is NATS.

There are two types of RPCs, Sys and User.

2.9.1 Sys RPCs

These are the RPCs done by the servers when forwarding handler messages to the appropriate server type.

2.9.2 User RPCs

User RPCs are done when the application actively calls a remote method in another server. The call can specify the ID
of the target server or let Pitaya choose one according to the routing logic.

2.10 Server operation mode

Pitaya has two types of operation: standalone and cluster mode.

2.10.1 Standalone mode

In standalone mode the servers don’t interact with one another, don’t use service discovery and don’t have support
to RPCs. This is a limited version of the framework which can be used when the application doesn’t need to have
different types of servers or communicate among them.

2.10.2 Cluster mode

Cluster mode is a more complete mode, using service discovery, RPC client and server and remote communication
among servers of the application. This mode is useful for more complex applications, which might benefit from
splitting the responsabilities among different specialized types of servers. This mode already comes with default
services for RPC calls and service discovery.

2.11 Serializers

Pitaya has support for different types of message serializers for the messages sent to and from the client, the default se-
rializer is the JSON serializer and Pitaya comes with native support for the Protobuf serializer as well. New serializers
can be implemented by implementing the serialize.Serializer interface.

The desired serializer can be set by the application by calling the SetSerializer method from the pitaya
package.

2.8. Pipelines 5
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2.12 Service discovery

Servers operating in cluster mode must have a service discovery client to be able to work. Pitaya comes with a default
client using etcd, which is used if no other client is defined. The service discovery client is responsible for registering
the server and keeping the list of valid servers updated, as well as providing information about requested servers as
needed.

2.13 Sessions

Every connection established by the clients has an associated session instance, which is ephemeral and destroyed
when the connection closes. Sessions are part of the core functionality of Pitaya, because they allow asynchronous
communication with the clients and storage of data between requests. The main features of sessions are:

 ID binding - Sessions can be bound to an user ID, allowing other parts of the application to send messages to
the user without needing to know which server or connection the user is connected to

» Data storage - Sessions can be used for data storage, storing and retrieving data between requests

* Message passing - Messages can be sent to connected users through their sessions, without needing to have
knowledge about the underlying connection protocol

* Accessible on requests - Sessions are accessible on handler requests in the context instance
* Kick - Users can be kicked from the server through the session’s Kick method

Even though sessions are accessible on handler requests both on frontend and backend servers, their behavior is a bit
different if they are a frontend or backend session. This is mostly due to the fact that the session actually lives in the
frontend servers, and just a representation of its state is sent to the backend server.

A session is considered a frontend session if it is being accessed from a frontend server, and a backend session is
accessed from a backend server. Each kind of session is better described below.

2.13.1 Frontend sessions

Sessions are associated to a connection in the frontend server, and can be retrieved by session ID or bound user ID in
the server the connection was established, but cannot be retrieved from a different server.

Callbacks can be added to some session lifecycle changes, such as closing and binding. The callbacks can be on
a per-session basis (with s.0OnClose) or for every session (with OnSessionClose, OnSessionBind and
OnAfterSessionBind).

2.13.2 Backend sessions

Backend sessions have access to the sessions through the handler’s methods, but they have some limitations and special
characteristics. Changes to session variables must be pushed to the frontend server by calling s.PushToFront (this
is not needed for s .Bind operations), setting callbacks to session lifecycle operations is also not allowed. One can
also not retrieve a session by user ID from a backend server.

6 Chapter 2. Features



CHAPTER 3

Communication

In this section we will describe in detail the communication process between the client and the server. From estab-
lishing the connection, sending a request and receiving a response. The example is going to assume the application is
running in cluster mode and that the target server is not the same as the one the client is connected to.

3.1 Establishing the connection

The overview of what happens when a client connects and makes a request is:
* Establish low level connection with acceptor
* Pass the connection to the handler service
* Handler service creates a new agent for the connection
* Handler service reads message from the connection
* Message is decoded with configured decoder
* Decoded packet from the message is processed

* First packet must be a handshake request, to which the server returns a handshake response with the serializer,
route dictionary and heartbeat timeout

* Client must then reply with a handshake ack, connection is then established

» Data messages are processed by the handler and the target server type is extracted from the message route, the
message is deserialized using the specified method

« If the target server type is different from the current server, the server makes a remote call to the right type
of server, selecting one server according to the routing function logic. The remote call includes the current
representation of the client’s session

* The receiving remote server receives the request and handles it as a Sys RPC call, creating a new remote agent
to handle the request, this agent receives the session’s representation

* The before pipeline functions are called and the handler message is deserialized
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* The appropriate handler is then called by the remote server, which returns the response that is then serialized
and the after pipeline functions are executed

« If the backend server wants to modify the session it needs to modify and push the modifications to the frontend
server explicitly

* Once the frontend server receives the response it forwards the message to the session specifying the request
message D

» The agent receives the requests, encodes it and sends to the low-level connection

3.1.1 Acceptors

The first thing the client must do is establish a connection with the Pitaya server. And for that to happen, the server
must have specified one or more acceptors.

Acceptors are the entities responsible for listening for connections, establishing them, abstracting and forwarding
them to the handler service. Pitaya comes with support for TCP and websocket acceptors. Custom acceptors can be
implemented and added to Pitaya applications, they just need to implement the proper interface.

3.1.2 Handler service

After the low level connection is established it is passed to the handler service to handle. The handler service is
responsible for handling the lifecycle of the clients’ connections. It reads from the low-level connection, decodes the
received packets and handles them properly, calling the local server’s handler if the target server type is the same as
the local one or forwarding the message to the remote service otherwise.

Pitaya has a configuration to define the number of concurrent messages being processed at the same time, both local
and remote messages count for the concurrency, so if the server expects to deal with slow routes this configuration
might need to be tweaked a bit. The configuration is pitaya.concurrency.handler.dispatch.

3.1.3 Agent

The agent entity is responsible for storing information about the client’s connection, it stores the session, encoder,
serializer, state, connection, among others. It is used to communicate with the client to send messages and also ensure
the connection is kept alive.

3.1.4 Route compression

The application can define a dictionary of compressed routes before starting, these routes are sent to the clients on
the handshake. Compressing the routes might be useful for the routes that are used a lot to reduce the communication
overhead.

3.1.5 Handshake

The first operation that happens when a client connects is the handshake. The handshake is initiated by the client, who
sends informations about the client, such as platform, version of the client library, and others, and can also send user
data in this step. This data is stored in the client’s session and can be accessed later. The server replies with heartbeat
interval, name of the serializer and the dictionary of compressed routes.

8 Chapter 3. Communication
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3.1.6 Remote service

The remote service is responsible both for making RPCs and for receiving and handling them. In the case of a
forwarded client request the RPC is of type Sys.

In the calling side the service is responsible for identifying the proper server to be called, both by server type and by
routing logic.

In the receiving side the service identifies it is a Sys RPC and creates a remote agent to handle the request. This
remote agent is short-lived, living only while the request is alive, changes to the backend session do not automatically
reflect in the associated frontend session, they need to be explicitly committed by pushing them. The message is then
forwarded to the appropriate handler to be processed.

3.1.7 Pipeline

The pipeline in Pitaya is a set of functions that can be defined to be run before or after every handler request. The
functions receive the context and the raw message and should return the request object and error, they are allowed
to modify the context and return a modified request. If the before function returns an error the request fails and the
process is aborted.

3.1.8 Serializer
The handler must first deserialize the message before processing it. So the function responsible for calling the handler

method first deserializes the message, calls the method and then serializes the response returned by the method and
returns it back to the remote service.

3.1.9 Handler

Each Pitaya server can register multiple handler structures, as long as they have different names. Each structure can
have multiple methods and Pitaya will choose the right structure and methods based on the called route.

3.1. Establishing the connection 9
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CHAPTER 4

Configuration

Pitaya uses Viper to control its configuration. Below we describe the configuration variables split by topic. We judge

the default values are good for most cases, but might need to be changed for some use cases.

4.1 Service Discovery

These configuration values configure service discovery for the default etcd service discovery module. They

only need to be set if the application runs in cluster mode.

Configuration Default Type Description
value

pitaya.cluster.sd.etéd.dialtimeputme.Time | Dial timeout value passed to the service discovery etcd client

pitaya.cluster.sd.etbstahdpc3Etring List of comma separated etcd endpoints

pitaya.cluster.sd.et6lsheartbeattithe. Time | Hearbeat interval for the etcd lease

pitaya.cluster.sd.etéddseartbeatdogl Whether etcd heartbeats should be logged in debug mode

pitaya.cluster.sd.etpitgyrefix | string Prefix used to avoid collisions with different pitaya applications,
servers must have the same prefix to be able to see each other

pitaya.cluster.sd.et¢d(syncseryaiminiénval | Interval between server syncs performed by the service discovery
module

4.2 RPC Service

The configurations only need to be set if the RPC Service is enabled with the given type.

11
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Configuration Default Type Description
value

pitaya.buffer.clustefifipc.server.riats.messag&sze of the buffer that for the nats RPC server accepts before start-
ing to drop incoming messages

pitaya.buffer.clustel@pfc.server.riats.push | Size of the buffer that the nats RPC server creates for push mes-
sages

pitaya.cluster.rpcichient.grpc.regirestiimeout Request timeout for RPC calls with the gRPC client

pitaya.cluster.rpcichient.grpc.djaftineefiui | Timeout for the gRPC client to establish the connection

pitaya.cluster.rpcichett /fiatsitosnda 2 Nats address for the client

pitaya.cluster.rpciclient.nats.reqi@stlimeout Request timeout for RPC calls with the nats client

pitaya.cluster.rpcicliént.nats.maimteconnectidvieaditiean number of retries to reconnect to nats for the client

pitaya.cluster.rpc|senvef/hetdlcondagp Nats address for the server

pitaya.cluster.rpciséfver.nats.maxreconnectibfasgtries number of retries to reconnect to nats for the server

pitaya.cluster.rpc|sa#adr.grpc.pont The port that the gRPC server listens to

pitaya.concurrency¥@émote.serviae Number of goroutines processing messages at the remote service
for the nats RPC service

4.3 Connection
Configuration Default Type Description
value

pitaya.handler.messages.compteggion Whether messages between client and server should be com-
pressed

pitaya.heartbeat.inrval time.Time | Keepalive heartbeat interval for the client connection

4.4 Metrics Reporting

Configuration Default Type Description

value
pitaya.metrics.statsdlenabled | bool Whether statsd reporting should be enabled
pitaya.metrics.statdddatisist:9125tring Address of the statsd server to send the metrics to
pitaya.metrics.statgdtpyefix string Prefix of the metrics reported to statsd
pitaya.metrics.statsd.rate int Statsd metrics rate
pitaya.metrics.pronfigtieeus.enalbled Whether prometheus reporting should be enabled
pitaya.metrics.prond@fteus.portint Port to expose prometheus metrics
pitaya.metrics.tagsmap[string]stumegd[ptring]stiTags to be added to reported metrics

12
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4.5 Concurrency

Configuration Default Type Description
value

pitaya.buffer.agent.nméssages| int Buffer size for received client messages for each agent

pitaya.buffer.handleOlocalproceast Buffer size for messages received by the handler and processed
locally

pitaya.buffer.nandl@Oremoteproagss Buffer size for messages received by the handler and forwarded to
remote servers

pitaya.concurrenc¢y2iandler.digpaitch Number of goroutines processing messages at the handler service

4.6 Modules

These configurations are only used if the modules are created. It is recommended to use Binding Storage module with
gRPC RPC service to be able to use all RPC service features.

Configuration Default Type Description
value
pitaya.session.unjcuuge bool Whether Pitaya should enforce unique sessions for the clients, en-

abling the unique sessions module

pitaya.modules.bintiogatots2fy @tddeendpojntmma separated list of etcd endpoints to be used by the binding
storage module, should be the same as the service discovery etcd

pitaya.modules.binditgatorage.etiddgorefix | Prefix used for etcd, should be the same as the service discovery
pitaya.modules.bindingstorage. etad.@lialtimeditheout to establish the etcd connection
pitaya.modules.bindiingstoragé. eiad.@aset(l Duration of the etcd lease before automatic renewal

4.5. Concurrency 13
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CHAPTER B

Pitaya API

5.1 Handlers

Handlers are one of the core features of Pitaya, they are the entities responsible for receiving the requests from the
clients and handling them, returning the response if the method is a request handler, or nothing, if the method is a
notify handler.

5.1.1 Signature

Handlers must be public methods of the struct and have a signature following:

Arguments
* context.Context: the context of the request, which contains the client’s session.
* pointer or []byte: the payload of the request (optional).

Notify handlers return nothing, while request handlers must return:
* pointer or []byte: the response payload

e error: an error variable

5.1.2 Registering handlers

Handlers must be explicitly registered by the application by calling pitaya.Register with a
instance of the handler component. The handler’s name can be defined by calling pitaya/
component.WithName("handlerName") and the methods can be renamed by using pitaya/
component.WithNameFunc(func (string) string).

The clients can call the handler by calling serverType.handlerName.methodName.

15
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5.1.3 Routing messages
Messages are forwarded by pitaya to the appropriate server type, and custom routers can be added to the application
by calling pitaya.AddRoute, it expects two arguments:

* serverType: the server type of the target requests to be routed

e routingFunction: the routing function with the signature func (¥session.Session, xroute.
Route, []byte, map[string]*cluster.Server) (xcluster.Server, error), it re-
ceives the user’s session, the route being requested, the message and the map of valid servers of the given type,
the key being the servers’ ids

The server will then use the routing function when routing requests to the given server type.

5.1.4 Lifecycle Methods

Handlers can optionally implement the following lifecycle methods:
e Init () - Called by Pitaya when initializing the application
e AfterInit () - Called by Pitaya after initializing the application
e BeforeShutdown () - Called by Pitaya when shutting down components, but before calling shutdown

* Shutdown () - Called by Pitaya after the start of shutdown

5.1.5 Handler example

Below is a very barebones example of a handler definition, for a complete working example, check the cluster demo.

import (
"github.com/topfreegames/pitaya"
"github.com/topfreegames/pitaya/component”

type Handler struct ({
component .Base

}

type UserRequestMessage struct {
Name string " Json:"name"’
Content string " json:"content"’

}

type UserResponseMessage {

}

type UserPushMessage({
Command string " json:"cmd""

}

// Init runs on service initialization (not required to be defined)
func (h *Handler) Init() {}

// AfterInit runs after initialization (not required to be defined)
func (h *Handler) AfterInit () {}

(continues on next page)

16 Chapter 5. Pitaya API
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(continued from previous page)

// TestRequest can be called by the client by calling <servertype>.testhandler.
—testrequest
func (h xHandler) TestRequest (ctx context.Context, msg xUserRequestMessage)
— (*UserResponseMessage, error) {
return &UserResponseMessage{}, nil

func (h xHandler) TestPush(ctx context.Context, msg xUserPushMessage) {

}

func main () {
pitaya.Register (
&Handler{}, // struct to register as handler
component .WithName ("testhandler"), // name of the handler, used by the clients
component .WithNameFunc (strings.ToLower), // naming conversion scheme to be used,,
—by the clients
)

5.2 Remotes

Remotes are one of the core features of Pitaya, they are the entities responsible for receiving the RPCs from other
Pitaya servers.

5.2.1 Signature

Remotes must be public methods of the struct and have a signature following:
Arguments

* context.Context: the context of the request.

* proto.Message: the payload of the request (optional).
Remote methods must return:

* proto.Message: the response payload in protobuf format

e error: an error variable

5.2.2 Registering remotes

Remotes must be explicitly registered by the application by calling pitaya.RegisterRemote
with a instance of the remote component.  The remote’s name can be defined by calling pitaya/
component.WithName("remoteName") and the methods can be renamed by using pitaya/
component.WithNameFunc(func (string) string).

The servers can call the remote by calling serverType . remoteName .methodName.

5.2. Remotes 17
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5.2.3 RPC calis

There are two options when sending RPCs between servers:
» Specify only server type: In this case Pitaya will select one of the available servers at random

 Specify server type and ID: In this scenario Pitaya will send the RPC to the specified server

5.2.4 Lifecycle Methods

Remotes can optionally implement the following lifecycle methods:
e Init () - Called by Pitaya when initializing the application
e AfterInit () - Called by Pitaya after initializing the application
e BeforeShutdown () - Called by Pitaya when shutting down components, but before calling shutdown

* Shutdown () - Called by Pitaya after the start of shutdown

5.2.5 Remote example

For a complete working example, check the cluster demo.

18 Chapter 5. Pitaya API
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CHAPTER O

Examples

Example projects can be found here

19
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CHAPTER /

Indices and tables

* genindex
* modindex

e search
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